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Abstract. Artificial intelligence (AI) has achieved remarkable success
in sequential decision-making. However, evaluating its neural agents re-
mains challenging, as current methods often rely on interpreting training
curves only, overlooking key statistical factors. Existing tools that allow
a formal evaluation also require white-box formal models, making them
impractical for most Al benchmarks based on the black-box Gymnasium
interface. We introduce PyDSMC, a lightweight and easy-to-use Python
tool for statistical model checking of neural agents on arbitrary Gymna-
sium environments. PyDSMC automates the selection of statistical methods
to compute confidence intervals, supporting both convergence-based and
resource-limited evaluation settings. We empirically demonstrate the im-
portance of rigorous agent evaluation and showcase PyDSMC’s capabilities
to more reliably judge and report an Al agent’s performance.

1 Introduction

Artificial intelligence (AI) exerts a significant impact on both everyday life and
contemporary research. Deep learning, in particular, is increasingly utilized for
sequential decision-making (SDM) where it achieved considerable success in ar-
eas such as the training of large language models [1,17], improving the prediction
of protein foldings [61], or mastering complex computer games such as Star-
Craft [68] or Dota 2 [12]. We call such Al-based decision-makers neural agents.
Despite these great achievements, a critical gap remains in accurately measur-
ing the performance of neural agents. Even landmark papers introducing state-
of-the-art algorithms like DQN [52], PPO [60], SAC [41], RND [22], and Dream-
erV2 [42] typically assess agent performance only through training curves, i.e.,
the accumulated sum of rewards/scores over training time. These assessments
typically fail to account for important influences, such as the system’s variance,
the limited number of samples used for each score in the training curve, or the
effects of exploration strategies [35,36]. This calls for a more formal approach.
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In recent years, the gap between the AI and verification communities was
bridged by tools that adapt and extend verification methods to neural agents.
Notably, COOL-MC [40] and MoGYM [34] provide ways to apply probabilistic |6,
7] and statistical model checking (SMC) [3,49,69], respectively, to evaluate the
behavior of neural agents. These tools leverage the capabilities of established
model checkers—Storm [28], and MODES [19] of the MODEST TOOLSET [43],
respectively—to enhance the rigor of evaluations.

However, they crucially require a formal model of the environment, encoded
in modeling languages such as JANI [20] or PRISM |[48], while the benchmarks
most commonly used for SDM in the AI context follow the Farama Foundation’s
Gymnasium [65] interface (the successor to OpenAl Gym [15]). COOL-MC and
MoGyYM implement this interface for formal models, giving Gymnasium-based
tools access to formal models, but not the reverse. Thus, formal evaluation meth-
ods remain inaccessible to the majority of AI community benchmarks—e.g.,
MuJoCo [63], PROCGEN [26], or Atari 2600 [10]—that are based on arbitrary
(black-box) simulations.

With this paper, we aim to bridge this Al-verification gap from the other
side: We introduce PyDSMC (publicly available at github.com /neuro-mechanistic-
modeling/PyDSMC), a lightweight, easy-to-install, and easy-to-use tool that
facilitates SMC of neural agents (in prior work called Deep Statistical Model
Checking (DSMC) [35]) across any environment conforming to the Gymnasium
interface, irrespective of the underlying implementation. PyDSMC provides prede-
fined trajectory-based properties to evaluate, such as accumulated rewards, the
number of steps until termination, or the goal-reaching probability. In addition,
a simple interface allows users to define custom properties. PyDSMC computes
confidence intervals to either (1) achieve a predefined error margin and level of
confidence, or (2) report the error margin given a confidence level once a specified
resource limit (runtime or number of samples) is reached. For every property,
PyDSMC automatically selects the appropriate statistical method. Thus, it pro-
vides accurate and adaptable statistical verification capabilities.

PyDSMC is designed for ease of use and compatibility with a broad range of
environments using the Gymnasium interface. Notably, using SMC as the un-
derlying analysis technique allows PyDSMC to remain agnostic w.r.t. the environ-
ment’s underlying implementation. We believe that these features will facilitate
greater adoption of SMC within the AT community and improve the state of the
art in how the performance of neural agents is measured and reported.

Related Work. COOL-MC and MoGYM make Al algorithms available for use
with formal models—whereas PyDSMC makes formal evaluation available for use
with Al agents. A similar goal is achieved by MultiVeStA for economic agent-
based models [66,67]. The area of neural network verification (see, e.g., [4,9,27,
54,59]) is a wide field that includes constraint- and abstraction-based symbolic
and explicit verification methods and tools, typically aimed at ensuring the cor-
rectness or safety [5,39,47] of a neural agent w.r.t. a specification. In contrast,
PyDSMC’s purpose is specifically to provide a toolbox for the AI practitioner to
easily evaluate the performance of their agent in a sound, formally justified way.
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Outline. We elaborate the motivation to use SMC for neural agents in Section 2.
Then Sections 3 and 4 introduce Gymnasium and the statistical methods used
in our work, respectively. In Section 5 we present the PyDSMC Python package
and demonstrate some exemplary results in Section 6.

2 The Importance of Verifying Neural Agents

This section highlights the critical role of verification in assessing the perfor-
mance of neural agents effectively.

2.1 Current State of the Art of Reporting Agents’ Performances

Several papers evaluate the performance of their neural agent using the training
curve. The training curve plots the number of training steps on the x-axis against
the estimated expected return, i.e., the cumulative sum of (discounted) rewards,
on the y-axis. Broadly, there are three common ways how the learning curve’s
data is used for agent evaluation:

Single Random Seed. It is common for papers—including those introducing
influential algorithms such as DQN [52], DreamerV2 [42], PPO [60], or Rain-
bow [44]—to present the training curve of a single training run/random seed.
Typically, this curve is smoothed using a sliding mean over the most recent
steps. Regularly, this is done without providing any confidence interval or any
additional information beyond the training curve itself. Consider the blue curve
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Fig. 1: Mean return on two common benchmarks during training for a single seed.
The blue curve depicts the values observed during training, whereas the orange
curve was additionally computed after every training step through PyDSMC by
using additional evaluation runs. The shaded area represents the 95% confidence
interval over the sliding window (training) or over the evaluation samples (eval-
uation), respectively.
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Fig. 2: Mean return on two common benchmarks during training over 10 seeds.
The blue curve depicts the values observed during training, whereas the red and
orange curves were additionally computed after every training step using PyDSMC
by performing additional evaluation runs. The orange curve was computed by
using the best random seed, while the red curve averages over all used random
seeds. The shaded area represents the 95% confidence interval over the 10 dif-
ferent random seeds.

of Fig. 1, which exemplarily provides the training curves for two different bench-
marks (left RACETRACK [8,31,38], right MINIGRIDSAFE [57]) trained with PPO.
The shaded blue area here additionally provides the 95% confidence interval
computed with the sequential Student’s-t method (details in Section 4) using
the samples from the sliding mean.

Mean of Multiple Random Seeds with Additional Confidence Information. An-
other common approach is to report the mean over several training runs, for
example, done by Burda et al. [22], Duan et al. [29], or Agarwal et al. [2]|. In
addition to the mean, these papers typically report either the standard devia-
tion [2], or the 95% confidence interval across these multiple runs [29].

Consider Figure Fig. 2, which provides an example for such a training curve
in blue for two different benchmarks (MINIGRIDSAFE trained with PPO and Half
Cheetah (MuJoCo) [63] trained with SAC [41]). The shaded blue area provides
the 95% confidence interval over the 10 different random seeds used.

Mean of Multiple Random Seeds with Additional Min/Maz Information. Alter-
natively, some papers report the minimum and maximum values observed across
multiple runs, e.g., SAC [41]. Consider Figure Fig. 3, providing such an example
for RACETRACK and MINIGRIDSAFE. While the blue curve still represents the
mean, the shaded blue area now represents the range of observed values across
the different training runs.
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Fig. 3: Mean return on two common benchmarks during training over 10 seeds.
The blue curve depicts the values observed during training, whereas the red
and orange curves were additionally computed after every training step through
PyDSMC by using additional evaluation runs. The orange curve was computed by
using the best random seed, while the red curve averages over all used random
seeds. The shaded area represents the 95% confidence interval (red and orange)
or the range of minimal and maximal observed values (blue), respectively, over
the 10 different random seeds.

2.2 Failure to Assess the Agents’ Real Performances

Although all three approaches described to measure a neural agent’s performance
are common, we will now show that they fail to capture their real performance.
To measure their actual performance, we use PyDSMC throughout the training
to perform additional evaluation runs, i.e., runs without additional exploration
influences that are exclusively used to measure the current performance and not
for training. In Fig. 1, the orange curve depicts the results of these additional
evaluation runs, with the shaded area indicating the 95% confidence interval.
In Fig. 2 and Fig. 3, we provide two additional curves computed with PyDSMC:
the orange curve depicts the performance of the best-performing seed, while
the red curve shows the average performance across all seeds. For both curves,
the shaded area indicates the 95% confidence interval computed over the used
evaluation samples. We measure both the best and the average performance to
enable a more comprehensive comparison: while most papers report the aver-
age over several training runs, in practice, one naturally selects the best agent
for (real-world) deployment after training. Thus, we compare against both the
actual best and the actual average performance.

Two major discrepancies become apparent when comparing the performance
captured by PyDSMC (orange, red) with the training curves (blue):

Discrepancy in Performance Measurement. The substantial gap between the
training and the evaluation curves underscores the inadequacy of training curves
as reliable indicators of the expected return. Mostly, the training curves do not
even lie within the confidence interval of the PyDSMC’s calculated value, and vice
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versa. This is evident from the difference between the orange and blue curves for
a single seed in Fig. 1, as well as when comparing in the multiple seed setting:
both the orange curve (best seed) and the red curve (mean over seeds) differ
significantly from the training curve (blue), mostly falling outside each other’s
confidence interval.

Comparing the confidence interval of the best (orange) and average (red)
performance to the min/max shaded area (blue) in Fig. 3 area reveals that the
min/max information does not provide any insights about agents’ performances.

Therefore, the blue training curve must be considered insufficient for accu-
rately measuring an agent’s performance.

Variability in Optimal Performance Timing. There is considerable variation in
the timing of peak returns between training and evaluation. While this occurs
in both single-seed and multiple-seed settings, it can most clearly be observed
when considering a single seed (Fig. 1).

For both RACETRACK and MINIGRIDSAFE, we compare (i) the time z; where
the training curve (blue) reaches its maximum-—corresponding to the point
where the agent would typically be selected for deployment after training—with
(ii) the time z. at which the evaluation curve (orange) reaches its maximum,
indicating the agent’s true peak performance. These two points in time, x; and
x., differ significantly. Moreover, the evaluation curve (orange) reveals that the
performance at agent selection time x; is substantially lower than at its actual
peak x.. This implies that the selected agent is far from optimal at the point it
would be chosen based on the training curve alone.

2.3 Consequence for Training Neural Agents

These experiments' reveal a significant discrepancy in performance measure-
ment. The training curve is affected by additional factors such as exploration,
limited samples (especially in the multiple-seed setting), and policy changes dur-
ing sampling due to ongoing learning steps. Therefore, it does not reflect the true
performance, which can only be determined through rigorous verification.?
Additionally, the observed variability in optimal performance timing indi-
cates a substantial risk of selecting suboptimal agents when relying solely on

! It is important to note that the experiments presented in this section—involving eval-

uation after every learning step—are computationally expensive and might (depend-
ing on the domain) therefore be impractical. Nevertheless, they clearly demonstrate
the importance of incorporating verification at regular intervals during training.
It is worth noting that, in rare cases that we were especially looking for, the training
curve was expressive enough for performance measures. We observed either only
negligible differences between the training and evaluation curves, i.e., the training
curve resembled the actual performance, or that the extraction point z; yielded
performance comparable to that at z.. However, the fact that such discrepancies
can occur—even if not always—demonstrates the necessity of rigorous verification,
as otherwise the actual performance will remain unknown.
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training performance. Therefore, selecting the best-performing agent and accu-
rately assessing its performance requires repeated verification throughout and
after the training process.

These observations underscore the necessity of employing robust verification
tools like PyDSMC to ensure that the reported performance of neural agents ac-
curately reflects their true capabilities.

3 The Gymnasium Interface

The Farama Foundation’s Gymnasium [64], the successor to OpenAl Gym [16],
is an open-source library designed to standardize the interface between neu-
ral agents and their environments. To this end, it provides a feature-rich and
extensible API to abstract the agent-environment interactions, enabling easy in-
teroperability between libraries and tools. Its widespread adoption across various
libraries, tools, and environments serves as evidence of its success.

Awailable Tools. Stable Baselines3 [58], a popular reinforcement learning frame-
work, allows users to train agents based on a broad variety of algorithms, such as
PPO [60] and DQN [52], given that they follow the Gymnasium interface. Other
training libraries supporting the Gymnasium interface include CleanRL [46],
which provides clean and minimalistic implementations of learning algorithm,
and Dopamine [23], a research framework developed by Google that focuses on
reproducibility and simplicity.

Having access to numerous training algorithms naturally requires compat-
ible environments. While Gymnasium already bundles example environments
like MOUNTAINCAR, and MuJoCo [63], there is no shortage of custom envi-
ronments implementing the Gymnasium interface either. Examples include the
Atari Learning Environment [11], running original Atari 2600 games on an emula-
tor, and MINIGRID [24], providing easy access to implement arbitrary grid-based
environments.

Interface. An environment striving to be Gymnasium API-compatible has to
implement two methods: step and reset. Both return a tuple consisting of an
observation, a reward, a termination flag, a truncated flag, and an info dictionary,
defining additional (possibly environment-specific) information.

On top of that, keeping efficiency in mind, Gymnasium provides easy vec-
torization functionality by grouping environments together, enabling batch in-
ference. By default, each contained environment can either be managed by its
proper subprocess, or by the main thread itself. The better choice depends on
many factors, including the environment’s complexity.

4 Statistical Methods

The core of SMC is Monte Carlo simulation: Generate k simulation runs (i.e.
random executions of the neural agent acting within its Gymnasium environ-
ment), which give rise to samples X7, ..., Xj of the random variable X of the
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property of interest, and return the sample mean X = % Zle X, as an estimate
for the value of the property. For example, if the property concerns the proba-
bility p to reach a goal, then X is 1 for every run that reaches a goal and 0 for
all others (i.e. we estimate a binomial proportion), so p = P(X = 1) = E(X); if
the property queries for the expected accumulated discounted reward r, then X
for a run is the discounted sum of the rewards along that run, and r» = E(X).
In the latter case, if we know that rewards are non-negative and the maximum
reward of any step is < 7,42, We can derive that the support of the distribution
of X lies within [0, {22 ] for discount factor v < 1, and we say that X is bounded.
Without knowledge of 7,4z, or for v = 1, we have to assume unbounded X.

SMC additionally provides a formal statistical guarantee on the correctness
of its results. PyDSMC uses confidence intervals (CIs) as an easy-to-understand
way to express its guarantee: In addition to X, it returns an interval I = [4,u]
such that, in (1 — k) -100 % of the times such an interval is returned by PyDSMC,
the (unknown) true value = E(X) lies within I. Additionally, we ensure that
u—{ < 2e (absolute width) or u—¢ < - (£+u) (relative width). The significance
level k must always be specified. The absolute or relative error bound € can be
specified by the user. If it is, then PyDSMC generates runs until it can deliver an
e-interval with confidence 1 — k (the sequential setting). If € is not given, k must
be specified—either directly, or indirectly via a bound on the runtime after which
to stop generating runs. Then, once k runs have been collected, PyDSMC returns
an interval with confidence 1 — k (the fized-runs setting), and ¢ is implicitly
given by the interval’s half-width (and thus the distinction between absolute
and relative € does not apply). PyDSMC uses the sequential setting with relative
e =0.05 and x = 0.05 (i.e. a =5 % error with 95 % confidence) by default.

The statistics literature provides many different statistical methods (SMs) to
obtain CIs. PyDSMC implements the most widely-used “standard” SMs as well as
a set of state-of-the-art “sound” methods recommended in recent surveys [21,51].
An important aspect of an SM is its coverage probability p..,: the fraction of
intervals that in the limit, if we perform SMC again and again to generate a
sequence of independent Cls, contain the true value. A sound SM guarantees
Deov > 1 — K, no matter what parameters we use and what distribution (from
those supported by the SM) we sample from.

Standard Methods. The most widely-used SMs, in fields ranging from psychology
over medical sciences to economics as well as in many SMC tools [21, Table 1],
rely on the central limit theorem (CLT) and assume that they are used with a
“large enough” number of samples. These CLT-based standard SMs are not
sound [21,51]: They only attain pe, ~ 1 — £ on average over the supported
distributions—e.g. on average when ranging over p € (0, 1) for binomial propor-
tion intervals. We nevertheless include them in PyDSMC as they are the de-facto
standard in statistical evaluation of results, flawed as they may be, and require
few runs. Notably, for unbounded distributions, they are the only methods avail-
able [21, Section 4]. In PyDSMC, we offer the following standard methods:

— Normal intervals approximate the distribution of error by a normal distri-

bution: [ = [X — %, X+ %] where z is a 1 — 1 quantile from the standard
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normal distribution and s is the sample standard deviation. As they require
k, normal intervals apply to the fixed-runs setting.

— Student’s-t intervals use a quantile from the Student’s-t distribution with
k — 1 degrees of freedom instead, which works a little better for small k.

— Chow-Robbins’ method keeps generating runs until the normal interval
for the current set of runs has half-width at most £ (absolute) or ¢ - X. Chow
and Robbins showed that this method attains coverage 1 — k in the limit as
€ — 0 [25]. For any concrete € > 0, peo, may be much lower than 1 — k.

— Sequential Student’s-t intervals work the same way as the Chow-Robbins
method but use Student’s-t instead of normal intervals.

Sound Methods. If we know we estimate a binomial proportion, or the distribu-
tion’s support is bounded to [a, b], then sound SMs are available for all settings.
In general, these require more runs than standard methods—but are arguably
the methods of choice to evaluate any (safety-)critical application of Al. Finding
efficient sound SMs is an area of active research [55,56]; in PyDSMC, we provide the
methods recommended by [21] for the fixed-runs setting and for the sequential
setting with absolute error, and EBStop [53] for relative error:

— Clopper-Pearson intervals [18] apply to binomial proportions only, where
the method guarantees coverage > 1—k. It requires around 2 X as many runs as
normal intervals in our experiments using PyDSMC’s defaults. For the sequential
setting, we precompute k via exponential and binary search assuming the
worst-case of p = 0.5 [51] before any runs are performed.

— Hoeffding’s inequality [45] gives the relation k > (b—a)?-(In2/8)/2c%. We
can thus precompute k to solve the sequential setting with absolute error, or
solve for ¢ instead for the fixed-runs setting. Due to the quadratic influence
of the range of the distribution, £ may become very large.

— DKW uses the Dvoretzky-Kiefer-Wolfowitz(-Massart) inequality [30,50] to
obtain CIs on the mean in the fixed-runs setting for bounded distributions as
described in [21, Section 4.1]. This method delivers smaller CIs than Hoeffd-
ing’s inequality that are usually asymmetric: the worst case of DKW coincides
with Hoeffding’s inequality; in the best case, intervals are half as wide.

— EBStop [53] is a truly sequential SM (i.e., it does not precompute k but
determines whether to stop after every run) for the relative-error case based
on Bernstein’s inequality [13,14] used with an estimation of X’s variance.

Choice of SM. Fig. 4 provides an overview of the SMs available in PyDSMC and the
decision tree that it employs to select the method to use. The choice depends
on the setting (fixed-runs or sequential), the kind of distribution underlying
the property (binomial, bounded, or unbounded), how the interval width e is
specified (absolute or relative), and whether the user requests a sound method
to be used. By default, PyDSMC uses the standard methods.
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5 The PyDSMC Python Package

PyDSMC is implemented as a Python package that offers numerous SMC tech-
niques and, thus, can easily be integrated into existing training pipelines. To
access these functions, users only need to interact with two classes: First, the
Property class, which allows specifying arbitrary trajectory-based properties,
and second, the Evaluator class, which handles the sampling and checking of
the properties.

Properties. PyDSMC offers various predefined properties, e.g., the return, the
episode length, or the goal-reaching probability. These properties may be pa-
rameterized, for instance, by the discount factor used in the return calculation.
Further, users can easily define custom properties by providing functions that
check the property. The properties are thereby assumed to be trajectory-based,
i.e., they can use the Gymnasium-provided information for all steps of the tra-
jectory. If the user specifies € to be None, PyDSMC uses the fixed run setting,
and the sequential setting otherwise. Since the statistical methods depend on
property-specific attributes (e.g., bounded, binomial), these have to be set dur-
ing property initialization. For each property, the user can additionally set: (i) a
name, (ii) a flag whether sound methods should be used, and (iii) a flag to toggle
between absolute and relative error ¢.

Evaluator. Having defined the properties, they have to be registered in an
Evaluator instance, which manages the environment and the logging directory.
The evaluation can then be started by calling eval on the Evaluator and provid-
ing the agent to verify. Additionally, eval takes the following arguments: (i) an
optional resource limit (time, number of samples, or both), (ii) the number of
samples taken between convergence checks, (iii) a flag whether to stop on con-
vergence of all properties or to run until the specified resources are exhausted,
(iv) a logging interval, (v) a flag whether to store every sample of every property,
and (vi) the number of threads used for parallelization.
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from pydsmc import Evaluator, property as prop

# Create a predefined property

return_property = prop.create_predefined_property(

«— property_id='return', epsilon=0.025, kappa=0.05,

< relative_error=True, bounds=(-1, 1), sound=True, gamma=0.99)

# Create a custom property

collision_property = prop.create_custom_property(

— name='obstacle_collision_prob',

< check_fn=lambda self, t: float(t[-1]J[2] == -1), epsilon=0.05,
< kappa=0.05, relative_error=False, bounds=(0, 1), binomial=True)

# Create the evaluator and register the properties
evaluator = Evaluator(env=env, log_dir="./example_logs")
evaluator.register_properties([return_property, collision_property])

# Evaluate the agent with respect to the registered properties
results = evaluator.eval(agent=agent, save_every_n_episodes=1000,
< time_limit=150, stop_on_convergence=True, num_threads=2)

Fig.5: Example usage of PyDSMC.

Storing Results. Within the logging directory, PyDSMC creates a subdirectory for
each property, where all files containing its evaluation results and its parameters
are stored. PyDSMC additionally saves files storing the evaluation parameters and
the utilized resources corresponding to the number of episodes and runtime.

Parallelization. To decrease runtime, PyDSMC supports vectorized environments
and multithreading, where each thread manages a separate vector environment.
We observed that vectorization significantly accelerates PyDSMC’s execution.

Ezxample. Consider the example in Fig. 5 which shows how PyDSMC can be used to
evaluate an agent on a given MINIGRID environment(see Fig. 6a). We first create
a predefined return property with parameters epsilon=0.025, kappa=0.05, and
the property-specific discount factor gamma=0.99, where € describes the maxi-
mum tolerated relative error. Since the rewards in the sample environment lie
within the interval [—1, 1], we can use a bounded SM by setting bounds=(-1, 1).

Second, we define a custom, environment-specific property that corresponds
to the agent’s probability of colliding with an obstacle, which, in this domain, can
be identified by a negative reward in the trajectory’s last step. The remaining
arguments specify that we want to evaluate the absolute error of this binomial
property. As the sound flag is not specified, PyDSMC defaults to an unsound SM.

Afterward, the evaluator is initialized and the properties are registered. We
limit the evaluation to 2.5 hours, but stop early if all properties have converged
while using two threads.
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6 Analyzing Neural Agents Using PyDSMC

We demonstrate PyDSMC by evaluating neural agents trained using state-of-the-
art deep reinforcement learning algorithms on eight Gymnasium benchmarks,
including four from MuJuCo [63].

(a) MINIGRID (b) MoUNTAINCAR (¢) PGTG V3  (d) Atari BREAKOUT

(f) HALr CHEETAH (g) HumaANoID  (h) HUMANOID STANDUP

Fig. 6: The eight Gymnasium benchmark environments used in this section. The
second row depicts the four MuJoCo Benchmarks, all in version V5.

6.1 Benchmarks

We present exemplary results on eight benchmarks commonly used in the Al
community: (a) MINIGRID [24], (b) MOUNTAINCAR [65], (¢) ProcGrid Traffic
Gym [33], (d) BREAKOUT [10] , and four MuJOCo benchmarks (e) ANT, (f)
HALF CHEETAH, (g) HUMANOID, and (h) HuMANOID STANDUP. Fig. 6 shows
the eight benchmarks.

MINIGRID. A MINIGRID environment corresponds to a 2D navigation task, where
the agent has to traverse a grid to reach a goal cell. The available actions are
moving forward by one cell, rotating by 90 degrees to the left or right, picking up
objects, and interacting with objects (e.g., opening doors). Based on its current
direction, the agent can only observe a limited section of the grid.

We focus on the MINIGRID Dynamic Obstacles environment, where, starting
from a random cell, the agent has to reach the goal cell while avoiding three
randomly moving obstacles. A reward of 1 — 0.9 - ££2% i given when reaching

144
the goal, —1 when colliding with an obstacle, and 0 otherwise.
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MOUNTAINCAR. MOUNTAINCAR is a classic control benchmark, where a car
is randomly placed in a valley. The goal is to reach the top of the right hill
by accelerating either to the left or the right. The actions represent the car’s
directional force, which is within the range [—1; 1]. The agent observes its current
location and velocity. At each time step, a negative reward of —0.1 - action? is
given, with an additional positive reward of 100 if the agent reaches the goal. The
(undiscounted) return bounds are [—999; 100], and the episode length bounds are
[1;999].

ProcGrid Traffic Gym. ProcGrid Traffic Gym (PGTG) is an extension of the
popular RACETRACK benchmark. The task is a rough simplification of autonomous
driving, where the agent needs to drive from a starting line to a goal line across
a randomly generated racetrack. Additionally, environments can be customized
with different features such as ice, sand, or traffic. The observation is limited to
the agent’s surroundings, where a green lines function as a guidance toward the
goal line. A reward of ﬁ&ubgom is given when reaching a subgoal for the
first time, a reward of 150 is given when reaching the goal line, a reward of —100
is given for crashing, and a reward of 0 otherwise. The (undiscounted) return

bounds are [—100; 150], and the episode length bounds are [1;100].

BREAKOUT. BREAKOUT is a classic Atari 2600 game in which the agent moves
a paddle horizontally to bounce a ball such that it destroys the blocks at the
top. Whenever the ball touches the bottom, the agent loses a life and a new
ball spawns. The game is over when the agent has either lost all of its 5 lives or
has destroyed all blocks. A reward is given when a block is destroyed, with the
values ranging from 1 for blue blocks and 7 for red blocks. The (undiscounted)
return bounds are [0; 864], but the episode length is unbounded as no time step
limit is given.

ANT. In this MuJoCo environment, a four-legged 3D robot is tasked to move
forward from a random initial state. The actions correspond to applying torque
to the ant’s joints, and an episode ends when the height of the ant’s torso is
outside a predefined range. ANT features a dense reward function, where the
agent is rewarded for moving forward, and keeping its torso at a certain height,
and is penalized for applying too much torque to the joints or when the external
contact forces on the ant’s body parts are too high. We do not assume any
bounds on the return for all MuJoCO benchmarks.

HaALF CHEETAH. This environment features a 2D robot resembling a cheetah,
that ought to run as fast as possible from a random initial state. The action
space represents the torque applied to the cheetah’s joints. All episodes end
after a fixed number of timesteps. The agent’s rewards are based on how fast it
moves forward, and it is penalized for applying too much torque.

HumANoOID. A 3D robot resembling a human needs to quickly walk forward
without falling from a random initial state. The actions are the torques applied
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to the robot’s legs, arms, and torso, and an episode ends when the torso’s height
is outside a predefined range. The agent is rewarded for moving forward and
keeping its torso at a certain height, and it is penalized for applying too much
torque or when the external contact forces are too high.

HuMANOID STANDUP. This environment is similar to HUMANOID, with the dif-
ference that the robot does not have to move forward but starts lying on the
ground and the task is to stand up. Unlike in humanoid, the episodes are not
terminated early.

6.2 Properties

We evaluate the agent by using some standard properties. To further highlight
PyDSMC’s flexibility, we also define a custom property for each environment.

Standard Properties. We evaluate the return with a discount factor of v = 0.99,
the undiscounted return (i.e., ¥ = 1.0), the average episode length, and the goal-
reaching probability. For all properties, we use a significance level k = 0.05, and
an error bound € = 0.025, which is relative for all properties but the goal-reaching
probability, where we use the absolute setting.

Custom Properties. We define a custom property for each benchmark. In MIN-
IGRID, we define the custom property Collision Prob. as the probability of the
agent moving onto a cell that is already occupied. In MOUNTAINCAR we con-
sider the average acceleration Awg. Acceleration. For PGTG, we examine the
probability of crashing into a wall (Crash Prob). In BREAKOUT, we analyze the
number of steps until the agent loses its first life First Life Lost. In ANT, we
consider Sum. Control Cost as the sum of all obtained penalties for applying
too much torque. For HALF CHEETAH, we analyze the probability of ending
an episode with a negative return (Neg. Return Prob). In HUMANOID and Hu-
MANOID STANDUP, we customize Sum. Contact Cost as the sum of penalties
that was given because of too much contact force.

6.3 Exemplary Evaluation

Setup. All experiments were performed on a single machine with an AMD Ryzen
Threadripper PRO 5965WX 24 Core CPU, an NVIDIA RTX A6000 GPU, and
512 GB of memory.> We provide details about the used hyperparameters in
Appendix A.

3 Note that memory was never an issue and the machine used does not need this large
amount of memory.
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Property Stat. Method Mean St.D. C.I. Conv.
MINIGRID (® = 45m)
Return’ (7=0.99) EBStop 0.14 021  [0.14;0.15] 249000
Return® (y=1.0) EBStop 0.25 0.3 [0.25;0.26] 153000
Episode Length Student’s-t 112.2  41.73 [112.04;112.37] 1000
Goal-reaching Prob.  Normal Interval 0.49 0.5 [0.49;0.49] 2000
Collision Prob.* Normal Interval 0.0 0.0 [0.0;0.0] 1000
MOUNTAINCAR (® = 3m)
Return' (v=0.99) EBStop 4143 2.05 [40.39:42.46] 80000
Return® (y=1.0) EBStop 95.12 0.49  [92.78;97.53] 31000
Episode Length Student’s-t 81.21 4.48  [81.18;81.24] 1000
Goal-reaching Prob.  Normal Interval 1.0 0.0 [1.0;1.0] 1000
Avg. Acceleration® Student’s-t 0.08 0.08 [0.08;0.08] 1000
PGTG (® =~ 2m)
Return' (7-0.99) EBStop 170.49  77.3  [166.22;174.74] 23000
Return' (y=1.0) EBStop 208.79  97.48 [203.56:214.0] 23000
Episode Length Student’s-t 31.69  19.77  [31.43;31.95] 3000
Goal-reaching Prob.  Normal Interval 0.84 0.36 [0.84;0.85] 1000
Crash Prob.* Normal Interval 0.08 0.28 [0.08;0.09] 1000
BREAKOUT (® ~ 10h 38m)
Return® (y=0.99) DKW 1.55 043 [1.52;13.28] —
Return’ (y=1.0) DKW 95.81 1541 [24.84;37.54] = —
Episode Length Student’s-t 26484.0 15207.3 [26186;26782] —
First Life Lost™ Student’s-t 259.26 353.02 [252.34;266.18] —
ANT (® = 33m)
Return (y=0.99) Student’s-t 137.75  31.60 [137.27;138.22] 1000
Return (y=1.0) Student’s-t 1017.36  497.49 [1009.88;1024.84] 2000
Episode Length' EBStop 779.53 325.81 [760.08;799.03] 17000
Sum. Control Cost* Student’s-t -502.42 208.53 [-505.6;-499.3] 2000
HaLr CHEETAH (O = 2m)
Return (y=0.99) Student’s-t 247.67 101.01 [243.24;252.10] 2000
Return (y=1.0) Student’s-t 3247.40 1146.31 [3197.13;3297.67] 2000

Neg. Return Prob.” Normal Interval ~ 0.009 0.09444 [0.0049;0.0131] 1000
HumaNoID (® &~ 12m)

Return (y=0.99) Student’s-t 485.97  9.64 [485.72;486.22] 1000

Return (y=1.0) Student’s-t 4782.39 886.35 [4759.96;4804.82] 1000

Episode Length' EBStop 937.04 172.30 [913.59;960.41] 6000

Sum. Contact Cost* Student’s-t -119.48  22.34 [-120.0;-118.9] 1000

HuMANOID STANDUP (® = 2m)

Return (y=0.99)
Return (y=1.0)
Sum. Contact Cost™

Student’s-t 13940.7 285.2 [13928.2;13953.2] 1000
Student’s-t 146413.7 6684.6 [146120;146707] 1000
Student’s-t -51.97 3.96 [-52.14;-51.79] 1000

Table 1: Evaluation results. Properties marked with * are custom properties,
whereas T denotes the usage of a sound statistical method. For BREAKOUT, the
Conv. column is empty since the fixed runs setting was used. The reported time
corresponds to the total runtime of all listed properties analyzed simultaneously,
rounded to the nearest full minute.
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Results. Table 1 provides all results obtained with PyDSMC. For all benchmarks,
we provide the automatically selected SM, the approximated mean with its stan-
dard deviation, and the confidence interval. The Conv. column reports the num-
ber of samples that were needed to achieve the target confidence interval. Since
we used the fixed runs setting with 10,000 episodes for BREAKOUT, the Conv.
column is empty. We marked those properties where we enforced a sound SM.

Further Insights. Additionally analyzing other properties and not only the stan-
dard objective, i.e., the accumulated discounted return, can provide deeper in-
sights about the agent.

For example, consider the MINIGRID results. Despite the low return (v =
0.99) of 0.14, the goal-reaching probability is 49%, indicating that the agent
reaches the goal almost every other try. By also taking into account the episode
length of 112 and the obstacle collision probability of 0, we can conclude that
the poor performance is due to the agent frequently standing still until the step
limit is reached.

As another example, consider MOUNTAINCAR. We observe a goal-reaching
probability of 100%, indicating that the agent has learned to always reach the
top of the hill. The undiscounted return of 95.12 suggests that it does so with
little acceleration, which is further confirmed by the small average acceleration
of 0.08.

In ANT, the high standard deviation of the episode lengths suggests that
sometimes the agent quickly fails to keep its torso at the required height. This
can be explained by the large value of the summed control penalties, showing
that the agent tends to apply large torques, which can lead to situations where
it is impossible to prevent early termination.

Lastly, consider the results of HALF CHEETAH. The discounted return already
indicates that the agent is performing well. While the additional information of
the undiscounted reward already strengthens this finding, the custom property
Neg. Return Prob. additionally shows that the agent rarely uses too much torque,
which indicates that the agent has learned to precisely control the joints.

7 Conclusion and Future Work

In this paper, we presented PyDSMC, a Python tool for applying statistical model
checking to arbitrary neural agents in any Gymnasium environment, independent
of the underlying implementation. We highlighted the importance of statistical
model checking for neural agents, as standard evaluation methods like training
curves fail to capture key influences, potentially leading to suboptimal agent
selection and misleading performance assessments. We demonstrated PyDSMC’s
usage and illustrated how it can provide critical insights into agents’ behaviors.

For the future, we have planned several extensions of PyDSMC. These in-
clude expanding the set of predefined properties and extending compatibility
to PettingZoo [62], the standard interface for multi-agent reinforcement learn-
ing. Additionally, we aim to adapt PyDSMC for symbolic Al approaches such as
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planning. The algorithms DSMC Evaluation Stages [32,37] and RARE [39] have
already integrated DSMC results into the training procedure to improve the per-
formance of neural agents. In the future, we plan to integrate PyDSMC into these
algorithms.

With an increasing range of applications, we also plan to integrate additional
statistical methods to enhance both evaluation accuracy and efficiency.
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A Training Hyperparameters

All agents were trained using the algorithms provided by Stable Baselines 3.
In Table 2, we list the training hyperparameters for each environment, where
unspecified hyperparameters are set to their default values.

Parameter Value
MINIGRID

Algorithm DQN

Learning Rate 0.0001

Total Time Steps 50,000

Initial Time Steps 1,000

Update Frequency 10

rappers FlatObsWrapper
MoUNTAINCAR

Algorithm SAC

Learning Rate 0.0003

Total Time Steps 100,000

Update Frequency 32

Entropy Coefficient 0.1

Gamma 0.9999

Tau 0.01

Gradient Steps 32

Hidden Sizes 64, 64

PGTG

Algorithm DQN

Wrappers TimeLimit (100 steps), FlattenObservation
BREAKOUT

Algorithm PPO

Learning Rate 0.00025

Total Time Steps 10,000,000

Update Frequency 128

Entropﬁ/ Coefficient 0.01

Value Function Coefficient 0.5

Wrappers AtariWrapper

ANT

Algorithm PPO

Total Time Steps 1,000,000

Wrappers NormalizeOfsservation,

TimeFeatureWrapper
Link to the Evaluated Agent huggingface.co/sb3/ppo-ant-v3
HavLr CHEETAH

Algorithm SAC

Total Time Steps 1,000,000

Initial Time Steps 10,000

Wrappers NormalizeObservation
HumaNoID

Algorithm SAC

Total Time Steps 2,000,000

Initial Time Steps 10,000

Parallel Environments 16

HuMANOID STANDUP

Algorithm SAC

Total Time Steps 2,000,000

Initial Time Steps 0

Parallel Environments 16

Table 2: Training hyperparameters for

all environments.
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